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**AIM**:

To write a program to implement a lexical analyser.

**ALGORITHM:**

1. Start.

2. Get the input program from the file prog.txt.

3. Read the program line by line and check if each word in a line is a keyword, identifier,

constant or an operator.

4. If the word read is an identifier, assign a number to the identifier and make an entry into

the symbol table stored in sybol.txt.

5. For each lexeme read, generate a token as follows:

a. If the lexeme is an identifier, then the token generated is of the form <id, number>

b. If the lexeme is an operator, then the token generated is <op, operator>.

c. If the lexeme is a constant, then the token generated is <const, value>.

d. If the lexeme is a keyword, then the token is the keyword itself.

6. The stream of tokens generated are displayed in the console output.

7. Stop.

**PROGRAM:**

#include <fstream>

#include <iostream>

#include <stdlib.h>

#include <string.h>

#include <ctype.h>

using namespace std;

bool isPunctuator(char ch) //check if the given character is a punctuator or not

{

if (ch == ' ' || ch == '+' || ch == '-' || ch == '\*' ||

ch == '/' || ch == ',' || ch == ';' || ch == '>' ||

ch == '<' || ch == '=' || ch == '(' || ch == ')' ||

ch == '[' || ch == ']' || ch == '{' || ch == '}' ||

ch == '&' || ch == '|')

{

return true;

}

return false;

}

bool validIdentifier(char\* str) //check if the given identifier is valid or not

{

if (str[0] == '0' || str[0] == '1' || str[0] == '2' ||

str[0] == '3' || str[0] == '4' || str[0] == '5' ||

str[0] == '6' || str[0] == '7' || str[0] == '8' ||

str[0] == '9' || isPunctuator(str[0]) == true)

{

return false;

} //if first character of string is a digit or a special character, identifier is not valid

int i,len = strlen(str);

if (len == 1)

{

return true;

} //if length is one, validation is already completed, hence return true

else

{

for (i = 1 ; i < len ; i++) //identifier cannot contain special characters

{

if (isPunctuator(str[i]) == true)

{

return false;

}

}

}

return true;

}

bool isOperator(char ch) //check if the given character is an operator or not

{

if (ch == '+' || ch == '-' || ch == '\*' ||

ch == '/' || ch == '>' || ch == '<' ||

ch == '=' || ch == '|' || ch == '&')

{

return true;

}

return false;

}

bool isKeyword(char \*str) //check if the given substring is a keyword or not

{

if (!strcmp(str, "if") || !strcmp(str, "else") ||

!strcmp(str, "while") || !strcmp(str, "do") ||

!strcmp(str, "break") || !strcmp(str, "continue")

|| !strcmp(str, "int") || !strcmp(str, "double")

|| !strcmp(str, "float") || !strcmp(str, "return")

|| !strcmp(str, "char") || !strcmp(str, "case")

|| !strcmp(str, "long") || !strcmp(str, "short")

|| !strcmp(str, "typedef") || !strcmp(str, "switch")

|| !strcmp(str, "unsigned") || !strcmp(str, "void")

|| !strcmp(str, "static") || !strcmp(str, "struct")

|| !strcmp(str, "sizeof") || !strcmp(str,"long")

|| !strcmp(str, "volatile") || !strcmp(str, "typedef")

|| !strcmp(str, "enum") || !strcmp(str, "const")

|| !strcmp(str, "union") || !strcmp(str, "extern")

|| !strcmp(str,"bool"))

{

return true;

}

else

{

return false;

}

}

bool isNumber(char\* str) //check if the given substring is a number or not

{

int i, len = strlen(str),numOfDecimal = 0;

if (len == 0)

{

return false;

}

for (i = 0 ; i < len ; i++)

{

if (numOfDecimal > 1 && str[i] == '.')

{

return false;

} else if (numOfDecimal <= 1)

{

numOfDecimal++;

}

if (str[i] != '0' && str[i] != '1' && str[i] != '2'

&& str[i] != '3' && str[i] != '4' && str[i] != '5'

&& str[i] != '6' && str[i] != '7' && str[i] != '8'

&& str[i] != '9' || (str[i] == '-' && i > 0))

{

return false;

}

}

return true;

}

char\* subString(char\* realStr, int l, int r) //extract the required substring from the main string

{

int i;

char\* str = (char\*) malloc(sizeof(char) \* (r - l + 2));

for (i = l; i <= r; i++)

{

str[i - l] = realStr[i];

str[r - l + 1] = '\0';

}

return str;

}

void parse(char\* str) //parse the expression

{

int left = 0, right = 0;

int len = strlen(str);

while (right <= len && left <= right) {

if (isPunctuator(str[right]) == false) //if character is a digit or an alphabet

{

right++;

}

if (isPunctuator(str[right]) == true && left == right) //if character is a punctuator

{

if (isOperator(str[right]) == true)

{

std::cout<< str[right] <<" IS AN OPERATOR\n";

}

right++;

left = right;

} else if (isPunctuator(str[right]) == true && left != right

|| (right == len && left != right)) //check if parsed substring is a keyword or identifier or number

{

char\* sub = subString(str, left, right - 1); //extract substring

if (isKeyword(sub) == true)

{

cout<< sub <<" IS A KEYWORD\n";

}

else if (isNumber(sub) == true)

{

cout<< sub <<" IS A NUMBER\n";

}

else if (validIdentifier(sub) == true

&& isPunctuator(str[right - 1]) == false)

{

cout<< sub <<" IS A VALID IDENTIFIER\n";

}

else if (validIdentifier(sub) == false

&& isPunctuator(str[right - 1]) == false)

{

cout<< sub <<" IS NOT A VALID IDENTIFIER\n";

}

left = right;

}

}

return;

}

int main()

{

char c[100] = "int m = n + 2q \* 3p";

parse(c);

return 0;

}

**Result:**

Input - “int m = n + 2q \* 3p”;

Output –

![](data:image/png;base64,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)